**Computing Fundamentals**

1. **Syllabus 9597 - Learning Objectives**
   1. Fundamental algorithms

Students will apply standard algorithms in the creation of programming solutions for a range of problem scenarios. Students should know and understand:

* + 1. concept of a program and flowcharting
    2. search algorithms such as linear/sequential search, binary search, and hash table search, and comparison of efficiencies
    3. sort algorithms such as bubble sort, insertion sort, quick sort, and comparisons of their efficiencies
    4. modulo operation and weighted-modulus method of computation, and random number generation
    5. binary tree traversals: pre-order, in-order and post-order, and hence binary tree sort and binary tree search
  1. Abstraction

Students will use data structures in their programming solutions, and are able to explain or justify the use of a particular data structure. Students will understand how data may be represented/encoded, and the capabilities and limitations of computers and computation, as well as explain programming processes. Students should know and understand:

* + 1. data types such as integer, real, char, string, Boolean
    2. ASCII codes for character representation and representation of positive integers in binary, octal and hexadecimal forms
    3. the Unicode encoding system (that is, the Unicode Standard)
    4. data structures such as array, stack, queue, list and binary tree, and their associated algorithms
    5. concept of recursion
    6. limitations of the computation, problem situation and/or computer
  1. Modularity

Students will use design, debugging and testing techniques to assure a quality software product. They will apply top-down design methodology to develop an algorithm to solve a problem and be able to follow an algorithm. Students should know and understand:

* + 1. types of program errors: semantic, syntax, logic and arithmetic, and why they occur
    2. appropriate test cases (normal, abnormal, erroneous and boundary data) for testing algorithms and debugging techniques
    3. data validation techniques: range and type checks, and the difference between data validation and data verification
    4. the importance of defining a problem precisely
    5. techniques to formulate and represent a computer solution (e.g. data specification, top-down design, modular design, data flow diagrams, decision table/tree, pseudocode and programming language code) and step-wise refinement where applicable
    6. that clarity of programming solution may be enhanced through comments, indentation, white space and meaningful names
  1. Programming

Students will design and develop computer programming solutions for problem tasks. They will understand programming constructs and general object-oriented concepts through the use of a programming language. Good programming practices will be emphasised in the coding of programming solutions. Students should know and understand:

* + 1. input, output, sequence, selection and iteration constructs in programming
    2. serial and sequential text files
    3. classes and objects
    4. encapsulation and how classes support information hiding and implementation independence
    5. inheritance and how it promotes software reuse
    6. polymorphism and how it enables code generalisation
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